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# Formal Specifications

### wordFrequency:

Concept Definition:

COUNT == N1

WORD == [char]

FREQUENCY == SET (WORD, COUNT)

WORDLIST == seq1 (char\blank)

INCREASE == COUNT’ + 1

wordFrequency: word list => SET (WORD, COUNT)

\forall word: wordlist

If word in frequency then frequency = frequency ‘ + (word, increase)

Else

Frequency’ = (word, count = 1)

*/\*\**

*method title: wordFrequency*

*@params: array wordList*

*Description: Takes in an array of words and inputs*

*unique words into a map, if a word that is in the map*

*is inputted the count is increased*

*Returns: an associated array with the keys being the 'words'*

*and the occurrence of said 'word' count as its value*

*\*\*/*

export const wordFrequency = wordList => {

let frequency = new Map();

*//run through list of words in textfile*

const listOfWords = cleanList(wordList);

if(!wordList){

return [0];

}

else {

for(let i = 0; i < listOfWords.length; i++){

*//check if current word has already been entered into the hashmap*

*//if no, add into hashmap with a count of 1*

*//if yes, search hashmap and increase count by 1*

if(frequency.has(listOfWords[i])) {

let increase = frequency.get(listOfWords[i]) + 1;

frequency.set(listOfWords[i], increase);

}

else {

frequency.set(listOfWords[i], 1);

}

}

let newArray = Array.from(frequency, ([word, counter]) => ({word, counter}));

return newArray;

}

};

### wordCount:

Concept Definition:

TEXT == seq1 (char/space)

wordCount: TEXT -> N

\forall file: TEXT

wordCount file = # (words file)

*/\*\**

*method title: wordCount*

*@params: string text*

*Description: Breaks apart a large string using space, comma,*

*and a vertical slash as a delimiter to split apart words*

*in the string*

*Returns: integer of total words in the string*

*\*\*/*

export const wordCount = text => {

if (!text) {

return null;

}

else {

const words = text.split(/[\s,|]+/);

return words.length;

}

};

### lineCount:

Concept Definition:

TEXT == seq1 (char)

LINECOUNTER == N1

lineCount = TEXT -> N

\forall file: TEXT

lineCount file = #(nl file)

*/\*\**

*method title: lineCount*

*@params: string textFile*

*Description: takes in a large string and counts the number of new lines '\n'*

*Returns: integer of the counted newlines*

*\*\*/*

export const lineCount = textfile => {

*//count the number of '/n'*

if(!textfile){

return null;

}

else {

let lineCounter = 1;

for (let i = 0; i < textfile.length; i++) {

if (textfile[i] === '\n'){

lineCounter += 1;

}

}

return lineCounter;

}

};

### charCount:

Concept Definition:

CHAR = [CHAR]

TEXTFILE == seq1 (CHAR)

CHARCOUNTER == N

charCount = TEXT -> N

\forall file: TEXT

charCount file = # (chars file)

*/\*\**

*method title: charCount*

*@params: string textFile*

*Description: takes in a large string and counts the number*

*of characters in the string*

*Returns: integer of the counted character*

*\*\*/*

export const charCount = textfile => {

*//count the number of characters total in the file*

if(!textfile){

return null;

}

else {

let charCounter = 0;

for (let i = 0; i < textfile.length; i++) {

*//check if character is a letter or a number*

if(/^[0-9a-zA-Z]+$/.test(textfile[i])) {

charCounter += 1;

}

}

return charCounter;

}

};

### uniqueCharFrequency:

Concept Definition:

CHAR = [CHAR]

TEXTFILE == seq1 (char)

COUNT == N1

CHARFREQUENCY == SET (CHAR, COUNT)

INCREASE == COUNT + 1

uniqueCharFrequency = TEXTFILE -> SET(CHAR, COUNT)

\forall c: TEXT && c == char

If c in charFrequency then charFrequency’ = charFrequency + (c, increase)

Else

Frequency’ = (c, count = 1)

*/\*\**

*method title: uniqueCharFrequency*

*@params: string textFile*

*Description: counts the occurrence of each character in the*

*string using a map to hold the character as its key and*

*its frequency as its value*

*Returns: associated array of the characters as its keys and its frequency as its value*

*\*\*/*

export const uniqueCharFrequency = textfile => {

*//counter for unique characters in the file*

let charFrequency = new Map();

if(!charFrequency){

return null;

}

else {

for (let i = 0; i < textfile.length; i++) {

*//check if character is a letter or a number*

if(/^[0-9a-zA-Z]+$/.test(textfile[i])) {

*//check if character is unique, if it is increase its count in the map, if not, add it into the map*

if(charFrequency.has(textfile[i])) {

let increase = charFrequency.get(textfile[i]) + 1;

charFrequency.set(textfile[i], increase);

}

else {

charFrequency.set(textfile[i], 1);

}

}

}

let newArray = Array.from(charFrequency, ([character, counter]) => ({character, counter}));

return newArray;

}

};